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UML (Unified Modeling Language) is a general-purpose, graphical modeling language in the field of Software Engineering. UML is used to specify, visualize, construct, and document the artifacts (major elements) of the software system. It was initially developed by Grady Booch, Ivar Jacobson, and James Rumbaugh in 1994-95 at Rational software, and its further development was carried out through 1996. In 1997, it got adopted as a standard by the Object Management Group.

What is UML

The UML stands for Unified modeling language, is a standardized general-purpose visual modeling language in the field of Software Engineering. It is used for specifying, visualizing, constructing, and documenting the primary artifacts of the software system. It helps in designing and characterizing, especially those software systems that incorporate the concept of Object orientation. It describes the working of both the software and hardware systems.

The UML was developed in 1994-95 by Grady Booch, Ivar Jacobson, and James Rumbaugh at the Rational Software. In 1997, it got adopted as a standard by the Object Management Group (OMG).

The Object Management Group (OMG) is an association of several companies that controls the open standard UML. The OMG was established to build an open standard that mainly supports the interoperability of object-oriented systems. It is not restricted within the boundaries, but it can also be utilized for modeling the non-software systems. The OMG is best recognized for the Common Object Request Broker Architecture (CORBA) standards.

Goals of UML

* Since it is a general-purpose modeling language, it can be utilized by all the modelers.
* UML came into existence after the introduction of object-oriented concepts to systemize and consolidate the object-oriented development, due to the absence of standard methods at that time.
* The UML diagrams are made for business users, developers, ordinary people, or anyone who is looking forward to understand the system, such that the system can be software or non-software.
* Thus it can be concluded that the UML is a simple modeling approach that is used to model all the practical systems.

Characteristics of UML

The UML has the following features:

* It is a generalized modeling language.
* It is distinct from other programming languages like C++, Python, etc.
* It is interrelated to object-oriented analysis and design.
* It is used to visualize the workflow of the system.
* It is a pictorial language, used to generate powerful modeling artifacts.

Conceptual Modeling

Before moving ahead with the concept of UML, we should first understand the basics of the conceptual model.

A conceptual model is composed of several interrelated concepts. It makes it easy to understand the objects and how they interact with each other. This is the first step before drawing UML diagrams.

Following are some object-oriented concepts that are needed to begin with UML:

* **Object:** An object is a real world entity. There are many objects present within a single system. It is a fundamental building block of UML.
* **Class:** A class is a software blueprint for objects, which means that it defines the variables and methods common to all the objects of a particular type.
* **Abstraction:** Abstraction is the process of portraying the essential characteristics of an object to the users while hiding the irrelevant information. Basically, it is used to envision the functioning of an object.
* **Inheritance:** Inheritance is the process of deriving a new class from the existing ones.
* **Polymorphism:** It is a mechanism of representing objects having multiple forms used for different purposes.
* **Encapsulation:** It binds the data and the object together as a single unit, enabling tight coupling between them.

## Introduction to StarUML

An open source modeling software that is used in Unified Modelling Language where system and software modeling is supported with the UML concept to generate code for different languages by providing different types of UML diagram to develop fast and flexible UML platform so that requirements and design is given before starting the project where it is called as a big upfront design approach for the users who require the software designs to improve their project and hence to support their UML design diagrams in the system.

### How StarUML works?

Below are the points explain the works of starUML:

* StarUML is an open source software that can be installed directly from the homepage of the website and it is licensed under GNU Public License. On the home page, a new project by approach link is available from where an empty project can be selected. Set as the default approach should be unchecked so that users can create projects of customized versions. On the model explorer, by selecting the untitled model, go to Add or Design model, and Add or Design diagrams. This will help to create the diagrams of the user’s taste and modify it based on the functionalities.
* The profile can be set which gives different symbols and conventions to be used. It is important to include Java profile in the project so that java code is generated. If multiple users are working on the same project, it is good to give a description for better understanding. Save the project in a suitable location to access it easily. The class can be created from the toolbox and proper name can be given to the same. Attributes can be added to the same. The data type should be selected and the design model can be expanded to see the full view of the project created. An interface is created by selecting the interface and suppressing the operations option. This will make the user to see the interface with the diagrams in view.
* UML class diagrams can be created easily with the help of StarUML. While creating the diagram, java stub code is easily generated in the diagrams and hence if any changes has to be made in the diagram, it can be done by modifying the diagram in the backend. While creating the diagram, code is generated but not specifically on the class structures. To modify the structures, the code can be edited and the functionalities on the structure can be added. Thus, the code describes what each structure does in the diagram.
* There are many options available to modify the diagram drawn. It is easy to draw it with the options given and once familiar, anyone can draw it easily.

### Benefits of StarUML

Below are the benefits of staruml in detail:

* An advantage that is most important is that the user can generate codes from the diagram drawn. If anyone who is not interested in front end diagram, they can use the backend coding to add the functionality and change the diagram to their need and modify it as per the usage by changing the Java code. This makes reverse engineering possible i.e. generating a diagram from the code that is formed initially from the diagram drawn.
* The user interface is known to all as it uses visual studio along with other coding languages such as C and C#. Also, the diagrams drawn in UML software can be exported into JPG.XMI formats which helps the user to identify and check the patterns in different format and to explore more options.
* StarUML is faster, flexible and can be extended to accommodate other codes in the diagram. And the extensive features make the users to fall in love with the application. If any mistakes happen, we can undo and make necessary changes. This feature is not applicable in some other UML tools.
* The framework can be easily understood by anyone and hence the architecture can be modified for the extensive use of software. Performance and security can be tracked easily with the help of StarUML. Documentation is provided with proper guidelines as how to improve and communicate the business processes to others who use the software. We can say that StarUML is the visual language that communicates the information to the users in a diagrammatic manner.
* The tools in StarUML helps to know the requirements in the system and to apply the design patterns so that proper analysis can be done to understand and modify the diagrams. These tools are open source and for more highly requirements, tools can be purchased from the software vendors.

### Applications of StarUML in various fields

* Unified modeling diagrams and class diagrams can be created easily in StarUML that can be used in design industry to know the flow of the product from one field to another and also to analyze the product’s usage in different fields. Properties of the product can be incorporated within the diagram so that the user can easily understand the product and modify the properties if needed. Data modeling helps to know the product and apply the properties to other streams.
* In the manufacturing industry, the number of products with its varieties can be known by the user. With the knowledge of inventory in the industry, product manufacturing can be controlled and directed efficiently. Diagrams direct the user about the steps to be done and manage the goods to shipment and do the transaction from the customers. These understandings can be done with the help of a single diagram rather than using an entire record.
* In the hospitality sector and hospitals, the UML diagram can be used to direct the visitors to proper places. The doctors in hospitals can be made to go through the diagram once to know the routine timetable they should follow on a daily basis. In hotels, available provisions can be drawn with the help of a UML diagram so that the visitors will get to know the privileges in a glance.

Diagrams help to save time and to understand the process flow better. StarUML helps to know the class diagrams and to know the process so that the users can change or get the knowledge of the same.

Elements of the **UML** (**Unified Modelling Language**) notation are provided as this is necessary for the comprehension of the diagrams presented. The UML notation is a notation conceived for modeling object of applications and continue and extend, in particular, the notations of OMT (Object Modeling Technique) and Booch methods. More precisely, here we describe the principles of the use-case diagrams, classes, objects and sequence diagrams.

# A1.Use-case diagram

Use-case allows us to model and structure the interactions between the users of a system, called **actors**, and the system itself. The use-cases represent a means of analysis of the users' needs and enable us to relate the actions made by a user with the reactions considering of a system. More precisely, a use-case is an abstraction of a set of concrete scenarios carried out by a type of users (Figure 1).
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### *Figure 1: use-case*

Use-cases can be structured and connected by two principal types of relations: relations of use (**uses**) and relations of extension (**extends**). A **uses** relation allows us to break up a use-case into use sub-cases. A relation of **extension** indicates a specialisation. In Figure 2, the interaction defined by the use-case A includes that of the use-case B, and the use-case C is a particular case of the use-case B.
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### *Figure 2: types of relations between use-cases*

For example (Figure 3), if one wishes to model the operations of credit transfers, they could identify two types of actors: distant customers and local customers. The two types of customers carry out a transfer, but the distant customers use a Minitel terminal, which generates a specific interaction (relation of **extension**). In all the cases, the operation of transfer includes a phase of identification (relation of **use**).
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### *Figure 3: example of use-case (Muller, 1997, page 127)*

Within the **Object-Oriented Framework** of CBR\*Tools, we used the use-cases to express the interactions between a user and the system formed by the framework itself completed of its environment of handling. A use-case can then be connected to hotspots, which take part in the realisation of the use-case (Figure 4).
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### *Figure 4: hotspots and use-cases*

The use-cases also enable us to specify the type of the configuration of a hotspot in the realisation of an application made with CBR\*cTools, while keeping the structure of the initial analysis (Figure 5). Three types of configuration are identified: specialisation (hotspot transparent box), instantiation (hotspot black box), or use of the behaviour by defect. If the same hotspot is used several times with various types of configuration, only one retains the most specific according to this command. One can then use the stereotypes of UML to indicate the type of the configuration on the relations between the hotspots and the use-cases.
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### *Figure 5: use of hotspots*

# A2.Class diagram

A class of objects is represented by a rectangle, which consists of three parts (Figure 6):

1. **name** of the class,
2. **attributes** and
3. **operations (or methods)**.

The lists of the attributes and the operations are however optional according to the degree of detail that we want to include in a diagram: these parts can be missed out empty or even to be totally absent. The attributes and the operations have a visibility (in particular public or protected), which is indicated by a symbol preceding their name: if the shape of a key is drawn, the access is called to be **protected**, because it is restricted to the current class and its subclasses.
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### *Figure 6: attributes and operations of a class*

Three types of classes are used:

1. **concrete classes**,
2. **abstract classes** and
3. **interfaces**.

Contrary to a concrete class, an abstract class, whose definition is in italic (Figure 7), cannot be instantiated. An interface is a class defining only operations and does not contain any code. An interface is identified by the indication of the stereotype **Interface** followed by its name.
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### *Figure 7: abstract class and interface*

An association represents a structural relation between various classes. An association is generally bidirectional, but we specify each time the direction of navigation. Association is then known as one-way (Figure 8) and also indicates the direction for reading the association. Each class plays a role in the association, which carries an indication of multiplicity (1 for one and only one object, and a star for zero to many objects). For example, Figure 8 indicates that an object of class C1 is associated with a set of objects of class C2, knowing that a same object of class C2 is associated with a single object of class C1.
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### *Figure 8: one-way binary association*

Various types of associations are also defined (Figure 9):

1. **qualified associations**,
2. **derived associations**,
3. **associations with class** and
4. **aggregations**.

A qualified association is an association which allows us to restrict the objects referred in an association thanks to a key. A derived association is an association made starting from another association. An association with class is an association itself managed by a class, which can thus provide attributes or operations specific for association. Lastly, a aggregation is a strongly asymmetrical association.
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### *Figure 9: type of associations*

Constraints can be posed on associations (Figure 10): constraint on the role of an association (for example, the objects are ordered), or between associations (for example, an association is a subset of another).
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### *Figure 10: constraints and relations*

Lastly, the classes can be connected by relation of simple or multiple inheritance (Figure 11).
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### *Figure 11: relation of inheritance*

# A3.Object diagram

An object diagram allows us to concretely show a connection between objects. An object (or authority) is represented by a rectangle which generally comprises the name of the object and its class (Figure 12). However, the class or the name of the object can be omitted.
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### *Figure 12: representations of an object*

Figure 13 gives an example of a diagram of objects showing the relations of aggregation between a car, its wheels and its engine.

![Figure 13: diagram of objects (P.A. Muller. Modeling object with UML. Eyrolles, 421 pages, 1997, page 136)](data:image/gif;base64,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)

### *Figure 13: diagram of objects (P.A. Muller. Modeling object with UML. Eyrolles, 421 pages, 1997, page 136)*

# A4.Sequence/Interaction Diagram

A **sequence diagram** chronologically shows (from top to bottom) the interactions between a set of objects (Figure 14). Each object has a life line (vertical line). On these life lines, the periods of activity are indicated by fine rectangles which are superposed in the event of recursive call.

![Figure 14: sequence diagram](data:image/gif;base64,R0lGODdhUAHhAPEAAAAAAKAAQP///wAAACwAAAAAUAHhAAAC/pSPqcvtD6OctNqLs968+w+G4kiW5omm6sq27gvH8kzX9o3n+s73/g8MCofEovGITCqXzKbzCY1Kp9Sq9YrNarfcSOALDovH5LL5jE6PUeq2+w0Xd2cBa/10h+ZD8b7//8WxJzU4Ush02JGotDjRiMhGSPJ4RAlhmYSpoTnESeEZBKog2hkZRXopuYEaaqo3qbppAaBAewGAa7uQi5Cr28AqwflrQFxh3Itb+xAMHJsBikxh+4usS93L7BohPVHdfZ2sbTi9fMvLgF6svtAcvWFtfmDcbdCc6g0/LyBNjF0v4F67chqw7ZNnsJizVRDU0VKmcN03ahCz8TvoAKBA/geNHPILJzEZxWoWLzbQCCtfwV3yIpYcJegBSIgGZx6cyDJdxYUmFs2s6TJhQpcJ6qEkd7LiQ5AfcTY1x/QkT2gyb1o1aZJezpfpxvWUGtEm1qFEsRbN6JUP2KxAxwYtCxeg2QTuqoa96ovs3LgN06bcKjSsL75cMW5lsJHu2sBZrxaOh3YqhkdiG+/V2rIsZslIAb+1/PjsYbNHRfh0XHPwZdGZWSOOGRl0W9l3DWMcWrrE6dqWK5MFZzs3iN20QdsmvfYzR9gZlXoMOc+5xKhPo+98jaf5tefVoX986e/6XsWdEX5m7NuuW3yyOMiFkRh7hvct4h/o6FypdZHR/puiC7+dagMxpF1eBh6IYIIKLihceUUxCGGEErIzoGn65FBXQfS9YB9MGIhXQ4cBJTVhiSYeyJkFItqw4n3PDDffhixkSEWL9rz4gY0cMjeFjjq6IOKP9fGIo4Wn/PUEjT1u40SQRVYgJHxMNuHkkQTWOCUkDlJJpJVfeakWmJPZkeUSVb5y5ZLZiZnjk5+QuSaaRspJVRU+uplmk13SiaSeW2rZHpZxJtknl3myOSehf5q5p6I9AeIGAJDGMcmkbUhqaRuN+smEjHO05kOmb2AqahpOePppYal2tep8rc7yqnqxEjQrN7WyeqsEqLa66xa9vvrrp8FiMWyqxXJx/mwVyXaxbBbNSvGsFtFaMe0T1V5x7RTZdpqrSt0m9+22VIgLBblJmBsFuk2oawS7p34bG7zurgsvuN3Oy229o92rb7z9wpUrvksIfATBQBiMBMJEKNwDw0U4HATEOkgsBMU+WHwDxj9ovAPHNHjMA8g4iBwDyTmYXAPKLqhsA8syuLwCzC8k+O94t8q88r4NUQjCrtb4jGC4NR9nc3LNBvuQaKhCFvDQAMu4mXsr+QOwrEQD6/R4UEP13X4KjQRdgPtcl7RhnjJ9c9Zo96X0bBSdh9o6ykV1ts5YO7221cVVZlF66/1NEq2q3j103v7urdpE6MXt33+D21v0qji3/mC4vYuz5nfmSj+OK+fGqm230f3tfdPltMUTuLeeCws6qDKxsxR/RCnz9lj6fc1S6rFVzmvrrq00cdW7lP37rJOzwPsxHQuvU+iS+y7SidJPT/30zn+O9/XCgni8CN2rkDzrWgudvevYj89v+cXXGr74hWt//upzfJ9C+/Ff3bv68ru/P7LQ40+4/vnqf8zL3/oC+C/78Q+A9+uXAucHP2YRMHIGFKC0Jki/EDxwgPpj4PPM98H3gbCCHoRgBwsYQgs6C4P12uAFT0jBFJZQgjDMYM8i6L8athCHHBThAWPlwhXqUF48fKEPVWhEJGKLhUQc4QIdWMQeKpFaTCTf/g9lCEUnNjCGJjziDLs4RWVVMX1X3OIOtfhELgrIe9PIy4OA50UUblEuupPaLTAnx84lMIpJZGDULgSrkuhFdXtEIxj9yLWdeARs1RHb16iDmw+NsWkjxAxNzmM69KRGQHUkZBbLiEUKWpJxkNEcb07ZKxuaIIh9LOAoBeM462QSbn1ToipLwEohlvGVxpkbLUlXyy+CMm2GpCEoU3fJ9fzkl6ZDpSSHaEX5rTF2XiNN2ZLZnZ9w0paTJOYw9diyPPJxjmf85jhPMEhddZN958QYiDypr1wS65xihCYZwziudRqPnvm0JyUfdCIq+tObSLylMBEoTmMWVKBx5GIa/n3G0JrJc4nFPOjD9AlEPho0oQh16CE5CtKFYbSjEK1nQzcKyIWaVKL8XKlFPVqwkZIwpChFqQZb2k9z4nNjMg1lSXPK0opK8aU17Sk5AwnUQuo0h0sN6RBsekOhthKmL32qUR96R5d+cqdJVQ7buhpPnGord1vTalilqktxKM+s5eTqWGshvYgq1a3QGh5UBTfXqs6Ta+wcaF/xuE+/Brapez1pW/XK1iYSNq2IBethnVpYulrrqh+lKmO32liz3nWthlWsZN8l2IyiVa6YhSxFF0vas6L2tJ+lV2hJGs28mja1Z+PZB5YmnnceTrWtBa1OOwlHpAaubq+dqUf//hhcvPLNVsX1qSf/4ZSLMDKW2eyazYALucdadqobsqTb5KZMUs7GNWXtbGzFyctmknK9hylvUFdL2+dikrr+YeYvyYvX0m73ssflay8BZ9/wBjOhm+3AROOruu3wRpMBZoqDBVhgO8JXs8eAnXWr25/aOfJv3UEOPLUb4fzud8IjSCdhzHvPzI54la4kMXdBbOCQvQe7nlXxWwFavRzreMco0m+I4fnj4YmVwjWeLb0OHFkb13W0oEUya5WcriEPTMo37q1rXZwvLIM1yMzVshKcjODzrrhcVF6ylyfLZDKnOclG3vJfrYzmM/sWzhdd85PbXGUofzloPoZxivtchOQx5xnQYubybv0cLj7/8710nrOYEc3bRwfa0B9+s2wFzeZFJ1DRkf5zQzutaRiCmqATHLWlRa1dUqM60Kr+dKpP7WpWw5rRtPZ0rfXb6qytWte87rWvfw3sYAt72MQutrGPjexkK3vZzG62s58N7WhLe9rUrra1r43tbGt729zutgMKAAA7)

### *Figure 14: sequence diagram*

**Conclusion:**

* In this Experiment, we learnt about UML diagrams, how they are created and which tool is used to create them. We also learnt about different UML diagrams available and when they are used specifically. he UML is non- proprietary and open to all. It addresses the needs of the user and scientific communities, as established by experience with the underlying methods on which it is based.
* Many methodologists, organizations, and tool vendors have committed to using it. Since the UML builds upon similar semantics and notation from Booch, OMT, OOSE, and other leading methods and has incorporated input from the UML partners and feedback from the general public, widespread adoption of the UML should be straightforward.

There are two aspects of “unified” that the UML achieves:

* First, it effectively ends many of the differences, often inconsequential, between the modeling languages of previous methods.
* Secondly, and perhaps more importantly, it unifies the perspectives among many different kinds of systems (business versus software), development phases (requirements analysis, design, and implementation), and internal concepts.